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by the processing device of a computing function based on
one or more initial parameters stored in a first memory device.
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more modified values of at least one of the initial parameters,
wherein during the first execution the one or more initial
parameters are read from the first memory device and the one
or more modified values are stored in a second memory
device. The method also includes performing a second execu-
tion by the processing device of the computing function based
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1
METHOD AND DEVICE FOR FAULT
DETECTION

BACKGROUND

1. Technical Field

The present disclosure relates to the field of fault detection,
and in particular to a device and method for executing a
computing function protected against fault attacks.

2. Description of the Related Art

Integrated circuits may comprise circuitry that is consid-
ered sensitive in view of the security of the data that it pro-
cesses, such as authentication keys, signatures, etc., or of the
algorithms it uses, such as encryption or decryption algo-
rithms. Such information should not be communicated to or
otherwise be detectable by third parties or unauthorized cir-
cuits.

A common process for fraudulently discovering informa-
tion manipulated by an integrated circuit involves detecting,
within the circuit, the zones that are used during the process-
ing of that information. For this, the circuit is activated or
otherwise placed in a functional environment, and data to be
processed by the circuit is introduced at an input. Then, while
the data is processed, for example, the surface of integrated
circuit is swept by a laser to inject faults in the functioning of
the circuit, and in particular to flip the voltage state stored at
one or more nodes of the circuit. While analyzing in parallel
the outputs of the circuit, the zones that are used to process the
data may be determined. Having localized such zones, the
pirate can then concentrate the attacks on these zones in order
to discover the secret information.

The injection of faults can also be used to bypass security
checks or to infer secret information through the modification
of the data being processed.

One solution for protecting against faults attacks is to pro-
vide two processing devices arranged to operate in parallel on
the same input data. By comparing the results generated by
these two devices, the injection of a fault can be detected.
However, such a solution comes at a relatively high hardware
cost.

An alternative solution that avoids the use of two process-
ing devices is to execute the sensitive function twice using the
same processing device and with the same input data. How-
ever, a drawback of existing implementations of this type of
solution is that they are implemented with relatively high
memory resources.

BRIEF SUMMARY

It is an aim of embodiments described herein to at least
partially address one or more needs in the prior art.

According to one aspect of the present disclosure, there is
provided a method implemented by a processing device com-
prising: performing a first execution by said processing
device of a computing function based on one or more initial
parameters stored in a first memory device, the execution of
said computing function generating one or more modified
values of at least one of said initial parameters, wherein
during said first execution said one or more initial parameters
are read from said first memory device and said one or more
modified values are stored in a second memory device; and
performing a second execution by said processing device of
said computing function based on said one or more initial
parameters stored in said first memory device.

According to one embodiment, during said second execu-
tion said one or more initial parameters are read from said first
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memory device and said one or more modified values are
stored in said first memory device.

According to another embodiment, before performing said
first execution, the method further comprises storing said one
or more initial parameters in said first memory device.

According to another embodiment, the method further
comprises, during said first execution of said computing func-
tion: receiving by said second memory device a write instruc-
tion associated with a first address in said first memory device
and with a first data value; storing said first data value in said
second memory device and storing said first address as an
indexing value in said second memory device in association
with said first data value; receiving by said second memory
device a read instruction associated with said first address;
locating said first data value in said second memory device
based on said first address; and outputting said first data value
from said second memory device.

According to another embodiment, the method further
comprises comparing at least one value generated during said
first execution of said computing function with at least one
value generated during said second execution of said com-
puting function.

According to another embodiment, said comparing opera-
tion comprising reading said at least one value generated
during said first execution from said second memory device
and reading said at least one value generated during said
second execution from said first memory device.

According to another embodiment, the method further
comprises: computing a first verification value based on a
plurality of values generated by said first execution of said
computing function; computing a second verification value
based on a plurality of values generated by said second execu-
tion of said computing function; comparing said first and
second verification values.

According to another embodiment, said first verification
value comprises the sum of said plurality of values generated
by said first execution and said second verification value
comprises the sum of said plurality of values generated by
said second execution.

According to another embodiment, said first verification
value is computed as a cyclic redundancy check based on said
plurality of values generated by said first execution, and said
second verification value is computed as a cyclic redundancy
check based on said plurality of values generated by said
second execution.

According to a further aspect of the present disclosure,
there is provided a method of detecting the occurrence of a
fault attack during the execution of a computing function,
comprising the above method.

According to a further aspect of the present disclosure,
there is provided a computing device comprising: a process-
ing device configured to perform first and second executions
of'a computing function based on one or more initial param-
eters, said computing function generating one or more modi-
fied values of at least one of said initial parameters; a first
memory device configured to store said at least one initial
parameter; and a second memory device coupled to said
processing device and to said first memory device; wherein
said processing device is configured to read, during said first
execution, said one or more initial parameters from said first
memory device and to store, during said first execution, said
one or more modified values in said second memory device.

According to one embodiment, said processing device is
configured to read, during said second execution, said one or
more initial parameters from said first memory device and to
store, during said second execution, said one or more modi-
fied values in said first memory device.
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According to another embodiment, said second memory
device comprises an enable input coupled to said processing
device, and said second memory device is configured to for-
ward, when disabled, all write and read instructions to said
first memory device.

According to another embodiment, said second memory
device is configured to receive, during said second execution,
read instructions from said processing device and to forward
said read instructions to said first memory device if they relate
to one of said initial parameters.

According to another embodiment, the computing device
further comprises a verification block adapted to compare at
least one value generated during said first execution of said
computing function with at least one value generated during
said second execution of said computing function.

BRIEF DESCRIPTION OF THE SEVERAL
VIEWS OF THE DRAWINGS

Non-limiting and non-exhaustive embodiments are
described with reference to the following drawings, wherein
like labels refer to like parts throughout the various views
unless otherwise specified. The sizes and relative positions of
elements in the drawings are not necessarily drawn to scale.
For example, the shapes of various elements and angles are
not drawn to scale, and some of these elements are enlarged
and positioned to improve drawing legibility. Further, the
particular shapes of the elements as drawn are not intended to
convey any information regarding the actual shape of the
particular elements and have been solely selected for ease of
recognition in the drawings.

The foregoing and other purposes, features, aspects and
advantages of embodiments of the present disclosure will
become apparent from the following detailed description of
embodiments, given by way of illustration and not limitation
with reference to the accompanying drawings, in which:

FIG. 1 illustrates a computing device according to an
example embodiment;

FIG. 2 is a flow diagram showing operations in a method of
executing a computing function according to an example
embodiment;

FIG. 3 illustrates a computing device according to an
embodiment of the present disclosure;

FIG. 4A is a flow diagram showing operations in a method
according to an embodiment of the present disclosure;

FIG. 4B is a flow diagram showing operations for imple-
menting a read instruction according to an embodiment of the
present disclosure;

FIG. 5 illustrates a computing device according to yet a
further embodiment of the present disclosure;

FIG. 6 is a flow diagram showing operations in a method
according to a further embodiment of the present disclosure;
and

FIG. 7 illustrates a memory interface according to a further
embodiment of the present disclosure.

DETAILED DESCRIPTION

Throughout the following description, only those aspects
useful for an understanding of the embodiments of the present
disclosure will be described in detail. Other aspects, such as
the particular computing functions executed by the process-
ing device, have not been described in detail, it being apparent
to those skilled in the art that the embodiments described
herein are applicable to a broad range of computing functions,
for cryptographic applications or other types of applications.
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FIG. 1 illustrates an example of a computing device 100
comprising a processing device 102 for executing a comput-
ing function, based on instructions stored in an instruction
memory 104. A memory device 106 is coupled to the pro-
cessing device, and comprises a memory area 106 A provid-
ing an execution space used during the execution of the com-
puting function, a memory area 106B storing a copy of the
initial state of memory area 106 A, and a memory area 106C
storing a final state of memory arca 106A.

One or more inputs/outputs 108 may be provided, such as
keyboards or keypads, displays, etc.

FIG. 2 is a flow diagram showing operations performed
during the execution of the computing function, which is
executed twice using the apparatus 100 of FIG. 1, according
to a solution that has been proposed for detecting a fault
attack.

In a first operation 201, the memory 106, and in particular
the memory area 106A, is initialized. In particular, initial
parameters to be used during the execution of the computing
function are loaded in the memory area 106 A. These param-
eters may include certain data values used during the com-
puting function, which could be predetermined values, and/or
values received on inputs of the computing device 100. They
could also include one or more cryptographic keys.

In a subsequent operation 202, the initial state of the execu-
tion space 106A is copied to the memory area 106B, includ-
ing the initial parameters.

In a subsequent operation 204, the computing function is
called, which involves loading and executing instructions
from the instruction memory 104, and will result in one or
more data values being read from and written to the execution
space provided by memory arca 106 A.

In a subsequent operation 206, after the computing func-
tion has been executed, the final state present in memory area
106 A is stored in the memory area 106C.

The computing function is then executed for a second time.
As an initial operation 208 of the second execution, the initial
state as stored in memory area 1068 is restored in the execu-
tion space 106A.

In a subsequent operation 210, the computing function 210
is called again, involving loading and executing the instruc-
tions again from the instruction memory 104, and will again
result in one or more data values being read from and written
to the execution space provided by memory arca 106 A.

In a subsequent operation 212, the new final state present in
the memory area 106A is compared to the final state stored in
memory area 106C, and any difference between the data
values of these states would indicate the presence of a fault.

A drawback of the process of FIG. 2 is that, due to the
concurrent use of the three memory areas 106A, 1068 and
106C, the memory 106 should be of a relatively large size.

FIG. 3 illustrates a computing device 300 according to an
embodiment of the present disclosure.

Device 300 comprises a processing device 302, which is
coupled to an instruction memory 304 storing instructions of
a computing function to be executed by the processing device
302. A memory device 306 comprises a memory area 306A,
and an intermediate memory device 307 is coupled between
the processing device 302 and the memory device 306, and
comprises a memory area 307A. In particular, memory device
307 receives address (ADDR) values on lines 308 for read
operations, and address and data (DATA) values on line 308
and 310 for write operations, from the processing device 302.
Read data is provided on lines 312 to the processing device
302. Furthermore, memory device 307 forwards address val-
ues for read operations on lines 314, and address and data
values on lines 314 and 316 for write operations. Read data is
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received by memory device 307 from memory device 306 on
lines 318. Memory device 307 for example comprises an
enable input receiving an enable signal EN on line 319 from
processing device 302.

As with the embodiment of FIG. 1, the computing device
300 may comprise one or more inputs/outputs, labeled 320 in
FIG. 3.

Operation of the computing device 300 will now be
described in more detail with reference to the flow diagram of
FIG. 4A. The operations of FIG. 4A are for example imple-
mented under the control of the processing device 302.

In a first operation 401, the memory 306 is initialized. In
particular, as described above with reference to operation 201
of FIG. 2, initial parameters to be used during the execution of
the computing function are loaded in the memory area 306 A.
These parameters may include certain data values used during
the computing function, some of which could be predeter-
mined values, and/or values received by one or more inputs
320 ofthe computing device 300. They could also include one
or more cryptographic keys. Further examples of the initial
parameters include all data forming part of the memory space
used by the computing function, such as global variables and
local variables.

In a subsequent operation 402, the computing function is
called with the intermediate memory 307 enabled via line
319. Execution of the computing function involves loading
and executing instructions from the instruction memory 304,
and will result in the initial parameters stored in memory area
306A being read, and one or more modified values of the
parameters being generated.

With the intermediate memory 307 enabled, all memory
operations originating from the processing device will be first
processed by the intermediate memory 307. Certain write
operations, at least those relating to the initial parameters
stored in memory area 306 A, are not written to memory area
306A but are instead written to the memory area 307A. In
particular, the memory 307A is for example an associative
memory. An associative memory is one in which the stored
data values are each associated with a further indexing value,
and this indexing value is used, during a read operation, to
locate the stored data value to be read. Thus, if a write opera-
tion of a data value D, targets a memory address ADDR, in
memory area 306A, the data value D, is for example written
to memory area 307A, and the address ADDR, is also stored
in memory area 307A as the indexing value associated with
the data value D, . A future read operation relating to address
ADDR, will be directed to memory area 307A, and using
address ADDR, as the indexing value, the data value D, can
be located and read. Thus all read operations relating to data
values that have been stored in memory area 307A will be
read from memory device 307, whereas read operations
directed to any of the initial parameters stored in memory
306A will not be found in memory area 307A, and will
instead be forwarded to the memory arca 306A.

FIG. 4B illustrates an example of operations performed by
the memory device 307, during the execution of the comput-
ing function of operation 402 of FIG. 4A, inresponse to a read
instruction received from the processing device 302 of FIG. 3.
In a first operation 402A, a read instruction for an address
ADDR , of memory area 306A is received by the memory
device 307.

In a subsequent operation 402B, the memory device 307 is
searched, using the address ADDR , as an indexing value.

In a subsequent operation 402C, it is determined whether
or not the indexing value ADDR , generated a hit in memory
device 307. If so, the next operation is 402D, in which the data
value associated with this indexing value in memory area
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307A is provided as the output to the processing device 302.
Alternatively, if the indexing value ADDR , was not found,
the next operation is 402E, in which the read instruction is
forwarded to memory device 306.

Thus the intermediate memory area 307A provides a
memory space in which data may be written and read during
the first execution of the computing function, while the initial
parameters can be read from the memory area 306A but are
not overwritten.

Referring again to FIG. 4A, in a subsequent operation 404,
the execution of the computing function is repeated by calling
the computing function a second time, but this time with the
intermediate memory disabled, for example by a disable sig-
nal on line 319. When disabled, all memory operations
received by the intermediate memory device 307 are for
example forwarded directly to the memory device 306. This
means that the initial parameters used during the first and
second executions of the computing function are the same,
and in the absence of faults, the second execution of the
computing function should be an identical repetition of the
first execution. In one example, the final state stored in the
memory area 307 A following the first execution of the com-
puting function is not overwritten during the second execu-
tion. The memory area 306A provides the execution space
during the second execution of the computing function, and
once this second execution is completed, the memory area
306A stores the final state.

Inasubsequent operation 406, the results of two executions
of the computing function are compared. For example, it is
verified that the data value stored at each address in the
memory area 307A is identical to the data value of the corre-
sponding address of the memory area 306A. Discrepancies
between corresponding data values in the memory areas
306A, 307A could indicate the injection of a fault in one of
these memories, in the processing device, or in the instruction
memory 304. If the verification indicates the presence of a
fault, a countermeasure may be taken, such as resetting the
processing device, erasing the memory areas 306A, 307A,
and/or incrementing a count value leading to a permanent
deactivation of the processing device if a certain number of
faults is detected.

FIG. 5 illustrates a computing device 500 according to an
alternative embodiment. Device 500 comprises many ele-
ments in common with computing device 300 of FIG. 3, and
those elements have been labeled with like numerals and will
not be described again in detail.

Device 500 comprises a verification block 502 coupled to
receive the address and data values transmitted on lines 308,
310 and 312 between the processing device 302 and the
intermediate memory device 307. Furthermore, the verifica-
tion block 502 may also receive instruction data from the
instruction memory 304 on a line 504, which is coupled to the
connection between the instruction memory 304 and the pro-
cessing device 302. Thus the verification block 502 for
example receives a copy of all instructions loaded to the
processing device 302 during the execution of the computing
functions. The verification block 502 records the data from
these various sources by calculating a checksum value, for
example equal to the sum of all of the values it receives. For
example, assuming that the data values are n-bit values, the
sum could be calculated as the sum, modulo n, of the data
values and address values. The value of n could for example
be between 8 and 64 bits. The verification block 502 for
example calculates a first checksum during the first execution
of'the computing function, and a second checksum during the
second execution of the computing function, and compares
these checksums to verify that they match. If they do not
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match, this would imply the injection of a fault in one of the
memories 304, 306, 307 or into the processing device 302
during the first or second execution.

A modified operation flow based on the use of the verifi-
cation block 502 will now be described with reference to the
flow diagram of FIG. 6. The operations of FIG. 6 are for
example implemented under the control of the processing
device 302.

In a first operation 601, the memory 306 is initialized. In
particular, as described above with reference to operation 401
of FIG. 4 A, initial parameters to be used during the execution
of the computing function are loaded in the memory area
306A.

Then, in a subsequent step 602, the checksum implemented
by the verification block 502 is started, such that from this
moment on, all the data signals and the address signals pro-
vided on the lines 308 to 312, and optionally the instructions
from the instruction memory 304, are summed.

In a subsequent operation 604, in a similar manner to
operation 402 of FIG. 4A, the computing function is called
with the intermediate memory 307 enabled. Thus the memory
area 307A is used as the execution space, and only read
operations relating to the initial parameters are forwarded to
the memory device 306.

In subsequent operation 606, the calculation of the check-
sum by the verification block 502 is stopped, and the value
reached is for example stored for future verification.

In a subsequent operation 608, the checksum is activated
again in preparation for the second execution of the comput-
ing function.

In a subsequent operation 610, the execution of the com-
puting function is repeated by calling it a second time. As with
operation 404 of FIG. 4A, the intermediate memory device
307 is disabled during the second execution during operation
610. Thus, during the second execution, all memory opera-
tions received by the intermediate memory device 307 are for
example forwarded directly to the memory device 306.

The calculation by the verification block 502 of the check-
sum during the second execution of the computing function
could be implemented in a number of different ways. One
option, assuming that the first checksum calculated during the
first execution has been transferred to a separate register/
memory, would be to simply reset the register used to accu-
mulate the checksum, and to calculate the second checksum
in this register. Alternatively, the verification block 502 may
comprise two registers, a first of which is used to accumulate
and store the checksum during the first execution of the com-
puting function, and a second of which is used to accumulate
and store the checksum during the second execution of the
computing function. As a further option, the first checksum
could be calculated by an addition of all the data/address/
instruction values received, and the result could remain in the
same register after the first execution of the computing func-
tion. Then, during the second execution of the computing
function, the data values received by the verification block
502 could be subtracted from the first checksum such that the
value in the checksum register would equal zero by the end of
the second execution if no faults are present.

A subsequent operation 612 of FIG. 6 involves stopping the
checksum and verifying the value, for example by comparing
the first and second checksums and verifying that they are
equal. As previously, if the verification of the checksum indi-
cates the presence of a fault, a countermeasure may be taken,
such as resetting the processing device, erasing the memory
devices 306, 307 and/or incrementing a count value leading to
a permanent deactivation of the processing device 302 if a
certain number of faults is detected.
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The memory devices 306, 307 could each be implemented
by a RAM (Random Access Memory), such as an SRAM
(Static RAM) or other type of volatile programmable
memory device. Alternatively, the memory device 306 could
be implemented by a non-volatile memory, such as for
example an E*PROM (electronically erasable programmable
read-only memory), as will now be described with reference
to FIG. 7.

FIG. 7 illustrates the memory device 306 and the interme-
diate memory device 307, each of which are coupled to a bus
700, which is also for example coupled to the processing
device 302 (not shown in FIG. 7). Memory device 306 is a
non-volatile memory comprising a non-volatile memory
array 702, which receives control and data signals for read
and write operations from a memory interface module 704 on
control lines 706. The memory interface module 704 is
coupled to the bus 700 for receiving the address and data
signals corresponding to write and read operations, which it
converts to a suitable format for the non-volatile memory
array 702. An enable signal is for example provided on a line
706 from the intermediate memory device 307 to the memory
interface 704, allowing the intermediate memory device 307
to control the activation of the non-volatile memory device
306.

During the first execution of the computing function, for
example corresponding to operations 402 and 604 described
above, the enable line 706 for example deactivates the non-
volatile memory 306, and the intermediate memory 307 per-
forms all read and write operations, unless they concern read
operations of the initial parameters. For example, if the inter-
mediate memory 307 receives a read operation request for an
initial parameter not stored in its memory area 307A, it acti-
vates the memory interface module via line 706 so that the
read operation is processed by the non-volatile memory 704
and the corresponding data is read from the array 702.

During the second execution of the computing function, for
example corresponding to operations 404 and 610 described
above, the enable line 706 for example activates the non-
volatile memory 306, and the non-volatile memory performs
all read and write operations.

An advantage of the embodiments described herein is that
the execution of a computing function may be repeated with
the use of relatively low memory resources. In particular, the
initial parameters are stored only once during the first execu-
tion of the computing function, thereby economizing
memory space. Furthermore, the use of a checksum avoids
saving the entire final state generated during the first execu-
tion of the computing function.

Having thus described a number of embodiments, various
alterations, modifications and improvements will readily
occur to those skilled in the art.

For example, it will be apparent to those skilled in the art
that the particular hardware implementation of the embodi-
ments described herein will depend of the particular applica-
tion, and could include separate memory devices or a single
memory device containing the memory areas 306A, 307A
and the instruction memory 304. Furthermore, the particular
control of the memory device(s) during read and write opera-
tions will depend on the types of memory used.

Itwill also be apparent to those skilled in the art that various
different checksum algorithms could be used to compute the
checksums, a simple addition of the values being just one
example. Furthermore, the checksum could be implemented
by a cyclic redundancy check.

The operations of the various flow diagrams of FIG. 4A, 4B
and 6 may be implemented entirely by software executed by
the processing device 302 of FIG. 3, although certain opera-
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tions, such as enabling or disabling the memory devices 306
and/or 307 and comparing results/checksums may be imple-
mented by a state machine, for example forming part of the
processing device 302.

Furthermore, the various features described in relation to
the various embodiments could, in alternative embodiments,
be combined in any combination.

The various embodiments described above can be com-
bined to provide further embodiments. These and other
changes can be made to the embodiments in light of the
above-detailed description. In general, in the following
claims, the terms used should not be construed to limit the
claims to the specific embodiments disclosed in the specifi-
cation and the claims, but should be construed to include all
possible embodiments along with the full scope of equiva-
lents to which such claims are entitled. Accordingly, the
claims are not limited by the disclosure.

The invention claimed is:

1. A method implemented by a processing device, com-
prising:

performing a first execution by said processing device of a

computing function based on one or more initial param-
eters stored in a first memory device, the first execution
of said computing function generating one or more
modified values of at least one of said initial parameters,
wherein during said first execution said one or more
initial parameters are read from said first memory device
and said one or more modified values are stored in a
second memory device;

performing a second execution by said processing device

of said computing function based on said one or more
initial parameters stored in said first memory device, the
second execution of said computing function generating
one or more second modified values; and

detecting an occurrence of a fault attack based on a difter-

ence between the one or more modified values generated
during the first execution and the one or more second
modified values generated during the second execution,
wherein said one or more initial parameters are read
from said first memory device during said first execution
after searching said second memory device for modified
values of said one or more initial parameters.

2. The method of c¢laim 1, wherein said one or more modi-
fied values are stored in said second memory device in
response to a write operation targeting a memory address of
said one or more initial parameters in said first memory
device.

3. The method of claim 1 wherein during said second
execution said one or more initial parameters are read from
said first memory device and said one or more second modi-
fied values are stored in said first memory device.

4. The method of claim 1, further comprising:

before performing said first execution, storing said one or

more initial parameters in said first memory device.

5. The method of claim 1, further comprising, during said
first execution of said computing function:

receiving by said second memory device a write instruction

associated with a first address in said first memory
device and with a first data value;

storing said first data value in said second memory device

and storing said first address as an indexing value in said
second memory device in association with said first data
value;

receiving by said second memory device a read instruction

associated with said first address;

locating said first data value in said second memory device

based on said first address; and
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outputting said first data value from said second memory
device.

6. The method of claim 1, further comprising:

comparing at least one value generated during said first
execution of said computing function with at least one
value generated during said second execution of said
computing function.

7. The method of claim 6 wherein said comparing opera-
tion comprises reading said at least one value generated dur-
ing said first execution from said second memory device and
reading said at least one value generated during said second
execution from said first memory device.

8. The method of claim 1, further comprising:

computing a first verification value based on a plurality of
values generated by said first execution of said comput-
ing function;

computing a second verification value based on a plurality
of values generated by said second execution of said
computing function; and

comparing said first and second verification values.

9. The method of claim 8 wherein said first verification
value comprises a sum of'said plurality of values generated by
said first execution and said second verification value com-
prises a sum of said plurality of values generated by said
second execution.

10. The method of claim 8 wherein said first verification
value is computed as a cyclic redundancy check based on said
plurality of values generated by said first execution, and said
second verification value is computed as a cyclic redundancy
check based on said plurality of values generated by said
second execution.

11. A computing device comprising:

a processing device configured to perform first and second
executions of a computing function based on one or
more initial parameters, said computing function gener-
ating one or more modified values of at least one of said
initial parameters;

a first memory device configured to store said at least one
initial parameter; and

a second memory device coupled to said processing device
and to said first memory device;

wherein said processing device is configured to search,
during said first execution, said second memory device
for modified values of said initial parameters, read, dur-
ing said first execution, said one or more initial param-
eters from said first memory device, and to store, during
said first execution, said one or more modified values in
said second memory device, and wherein said process-
ing device is configured to store said one or more modi-
fied values in said second memory device in response to
awrite operation targeting a memory address of said one
or more initial parameters in said first memory device,
wherein said processing device is configured to detectan
occurrence of a fault attack based on a difference
between one or more modified values generated during
the first execution and one or more second modified
values generated during the second execution.

12. The computing device of claim 11 wherein, before
reading said one or more initial parameters from said first
memory device during said first execution, said processing
device is configured to search said second memory device for
modified values of said one or more initial parameters.

13. The computing device of claim 11 wherein said pro-
cessing device is configured to read, during said second
execution, said one or more initial parameters from said first
memory device and to store, during said second execution,
said one or more modified values in said first memory device.
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14. The computing device of claim 11 wherein said second
memory device comprises an enable input coupled to said
processing device, and wherein said second memory device is
configured to forward, when disabled, all write and read
instructions to said first memory device.

15. The computing device of claim 11 wherein said second
memory device is configured to receive, during said second
execution, read instructions from said processing device and
to forward said read instructions to said first memory device
if they relate to one of said initial parameters.

16. The computing device of claim 11, further comprising:

a verification block adapted to compare at least one value

generated during said first execution of said computing
function with at least one value generated during said
second execution of said computing function.

17. A memory configured to store computing instructions,
the computing instructions configured to direct a processor in
a computing device to perform a method of detecting an
occurrence of a fault attack, the method comprising:

storing at least one initial parameter in a first memory

device;

reading the at least one initial parameter from the first

memory device;

executing a computing function a first time, the computing

function arranged to direct execution based on the at
least one initial parameter;

generating in the computing function at least one modified

initial parameter;

storing the at least one modified initial parameter in a

second memory device;

executing the computing function a second time, the com-

puting function arranged to direct execution based on the
at least one initial parameter;

generating in the computing function at least one second

modified initial parameter; and

detecting an occurrence of a fault attack based on a difter-

ence between the at least one modified initial parameter
generated during the first execution of the computing
function and the at least one second modified initial

10

15

20

25

30

35

12

parameter generated during the second execution of the
computing function, wherein the at least one initial
parameter is read from the first memory device during
the first execution of the computing function after the
second memory device is searched for at least one modi-
fied value of the at least one initial parameter.

18. The memory of claim 17 wherein the computing
instructions are configured to direct the processor to perform
the method, the method further comprising:

receiving by the second memory device a first instruction

associated with a first address in the first memory device
and with a first data value;

storing the first data value in the second memory device;

storing the first address as an indexing value in the second

memory device in association with the first data value;
receiving by the second memory device a second instruc-
tion associated with the first address;

locating the first data value in the second memory device

based on the first address; and

outputting the first data value from the second memory

device.

19. The memory of claim 17 wherein detecting the occur-
rence of the fault attack includes combining a plurality of
modified initial parameters using a certain algorithm and
combining a plurality of second modified initial parameters
using the certain algorithm.

20. The memory of claim 19 wherein the certain algorithm
is a summation algorithm or a cyclic redundancy algorithm.

21. The memory of claim 17 wherein storing the at least
one initial parameter in the first memory device and storing
the at least one modified initial parameter in the second
memory device comprise storing the parameters in a single
non-volatile memory device.

22. The memory of claim 17 wherein the computing
instructions are configured to direct the processor to perform
the method, the method further comprising:

asserting a fault indication signal when an occurrence of a

fault attack is detected.
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